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Notice 
1. All information included in this document is current as of the date this document is issued. Such information, however, is 

subject to change without any prior notice. Before purchasing or using any Renesas Electronics products listed herein, please 
confirm the latest product information with a Renesas Electronics sales office. Also, please pay regular and careful attention to 
additional and different information to be disclosed by Renesas Electronics such as that disclosed through our website. 

2. Renesas Electronics does not assume any liability for infringement of patents, copyrights, or other intellectual property rights 
of third parties by or arising from the use of Renesas Electronics products or technical information described in this document.  
No license, express, implied or otherwise, is granted hereby under any patents, copyrights or other intellectual property rights 
of Renesas Electronics or others. 

3. You should not alter, modify, copy, or otherwise misappropriate any Renesas Electronics product, whether in whole or in part. 
4. Descriptions of circuits, software and other related information in this document are provided only to illustrate the operation of 

semiconductor products and application examples.  You are fully responsible for the incorporation of these circuits, software, 
and information in the design of your equipment.  Renesas Electronics assumes no responsibility for any losses incurred by 
you or third parties arising from the use of these circuits, software, or information. 

5. When exporting the products or technology described in this document, you should comply with the applicable export control 
laws and regulations and follow the procedures required by such laws and regulations.  You should not use Renesas 
Electronics products or the technology described in this document for any purpose relating to military applications or use by 
the military, including but not limited to the development of weapons of mass destruction.  Renesas Electronics products and 
technology may not be used for or incorporated into any products or systems whose manufacture, use, or sale is prohibited 
under any applicable domestic or foreign laws or regulations. 

6. Renesas Electronics has used reasonable care in preparing the information included in this document, but Renesas Electronics 
does not warrant that such information is error free.  Renesas Electronics assumes no liability whatsoever for any damages 
incurred by you resulting from errors in or omissions from the information included herein. 

7. Renesas Electronics products are classified according to the following three quality grades:  “Standard”, “High Quality”, and 
“Specific”.  The recommended applications for each Renesas Electronics product depends on the product’s quality grade, as 
indicated below.  You must check the quality grade of each Renesas Electronics product before using it in a particular 
application.  You may not use any Renesas Electronics product for any application categorized as “Specific” without the prior 
written consent of Renesas Electronics.  Further, you may not use any Renesas Electronics product for any application for 
which it is not intended without the prior written consent of Renesas Electronics.  Renesas Electronics shall not be in any way 
liable for any damages or losses incurred by you or third parties arising from the use of any Renesas Electronics product for an 
application categorized as “Specific” or for which the product is not intended where you have failed to obtain the prior written 
consent of Renesas Electronics.  The quality grade of each Renesas Electronics product is “Standard” unless otherwise 
expressly specified in a Renesas Electronics data sheets or data books, etc. 

“Standard”: Computers; office equipment; communications equipment; test and measurement equipment; audio and visual 
equipment; home electronic appliances; machine tools; personal electronic equipment; and industrial robots. 

“High Quality”: Transportation equipment (automobiles, trains, ships, etc.); traffic control systems; anti-disaster systems; anti-
crime systems; safety equipment; and medical equipment not specifically designed for life support. 

“Specific”:  Aircraft; aerospace equipment; submersible repeaters; nuclear reactor control systems; medical equipment or 
systems for life support (e.g. artificial life support devices or systems), surgical implantations, or healthcare 
intervention (e.g. excision, etc.), and any other applications or purposes that pose a direct threat to human life. 

8. You should use the Renesas Electronics products described in this document within the range specified by Renesas Electronics, 
especially with respect to the maximum rating, operating supply voltage range, movement power voltage range, heat radiation 
characteristics, installation and other product characteristics. Renesas Electronics shall have no liability for malfunctions or 
damages arising out of the use of Renesas Electronics products beyond such specified ranges. 

9. Although Renesas Electronics endeavors to improve the quality and reliability of its products, semiconductor products have 
specific characteristics such as the occurrence of failure at a certain rate and malfunctions under certain use conditions. Further, 
Renesas Electronics products are not subject to radiation resistance design.  Please be sure to implement safety measures to 
guard them against the possibility of physical injury, and injury or damage caused by fire in the event of the failure of a 
Renesas Electronics product, such as safety design for hardware and software including but not limited to redundancy, fire 
control and malfunction prevention, appropriate treatment for aging degradation or any other appropriate measures.  Because 
the evaluation of microcomputer software alone is very difficult, please evaluate the safety of the final products or system 
manufactured by you. 

10. Please contact a Renesas Electronics sales office for details as to environmental matters such as the environmental 
compatibility of each Renesas Electronics product.  Please use Renesas Electronics products in compliance with all applicable 
laws and regulations that regulate the inclusion or use of controlled substances, including without limitation, the EU RoHS 
Directive.  Renesas Electronics assumes no liability for damages or losses occurring as a result of your noncompliance with 
applicable laws and regulations. 

11. This document may not be reproduced or duplicated, in any form, in whole or in part, without prior written consent of Renesas 
Electronics. 

12. Please contact a Renesas Electronics sales office if you have any questions regarding the information contained in this 
document or Renesas Electronics products, or if you have any other inquiries. 

(Note 1) “Renesas Electronics” as used in this document means Renesas Electronics Corporation and also includes its majority-
owned subsidiaries. 

(Note 2) “Renesas Electronics product(s)” means any product developed or manufactured by or for Renesas Electronics. 
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R8C, M16C, M32C 
Virtual EEPROM 

1. Abstract 

Since the internal flash of a Renesas R8C/M16C/M32C microcontroller can be erased and programmed in-circuit, an 
application has been created in order to eliminate the need for an external EEPROM in a target system. This Virtual 
EEPROM implementation as it is called uses the highly erasable / programmable Data flash area that is available on 
all newer R8C/M16C/M32C MCUs. Specifically, many of these MCUs allow for a minimum 10,000 erase/write cycles 
of the Data flash blocks. 

The “Virtual EEPROM” is a firmware implementation created by Renesas Technology to make use of the high 
erase/write cycle Data flash block technology. The Virtual EEPROM API developed and described here does not 
utilize any additional flash hardware in order to implement the Virtual EEPROM feature. 

2. Theory of Virtual EEPROM 

In many applications, the Virtual EEPROM implementation may remove the need for an external EEPROM that 
holds static values such as calibration data, periodically updated values such as time stamp data or system 
operation values such as user settings. 

2.1 Understanding flash Specifications 

To understand the Virtual EEPROM implementation, you must first understand the M16C’s internal flash 
requirements. First, the only way to erase data in a flash block is to erase the entire block at once. Second, flash 
data can only be written in Word (16-bit) units for M16C/M32C or Byte (8-bit) units for R8C. Once a Word (or Byte) is 
written to a specific address, that address cannot be written to again until the entire block is erased. Overwriting an 
already programmed location before it is erased is not recommended and can reduce the life of the flash block. 

Another point to consider is that erasure of an entire flash block takes considerably longer than the time to program 
a Word(s) or Byte(s). Therefore, it is best to fill the entire block before performing an erase cycle in order to minimize 
disruption to normal system operations and care should be taken in designing in appropriate timing for erase cycles. 

Also, a failure during a flash operation is most likely to occur when trying to erase the flash block. This is because 
over repeated use of the flash (erasing and re-programming), the voltage threshold of the individual flash cells 
themselves become harder to bring back to a default (or blank) state. Therefore, it is advantageous to program as 
much of the flash block as possible before erasing it in order to maximizes the total life of the flash. 

And finally, the individual cells of a flash block have a finite number of erase/write cycles that can be performed on 
them. In addition to the user flash area which allows 100 or 1,000  erase/write cycle (depending on version), R8C, 
M16C, and M32C MCUs all have versions available with flash blocks that can be rated up to 10,000 e/w cycles. 
(these parts have #D7? Suffix). These new flash blocks are referred to as Data flash and will be used as the storage 
location for the Virtual EEPROM implementation. 

2.2 Basic Theory of Virtual EEPROM 

This section will discuss how to maximize the storage capability and efficiency of the Data flash blocks. 

First, the most important requirement for Virtual EERPOM is that there are two identical sized flash blocks to be 
used. This is so as one becomes full, the necessary contents can be copied into the other flash block (which should 
be kept blank). After the contents have been successfully copied, that full block can then be erased. This eliminates 
the need for a temporary RAM buffer if we had to write the contents back into the same flash block. Also more 
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importantly, this provides a fail safe for unexpected power failures while switching over to the other flash block 
because the original data is never destroyed (erased) until the copying is completed successfully. If a power failure 
does occur, your last known values are still in the original flash block to be used after system operation is restored. 

Another important characteristic is to only update the data that has changed. Take for example if you had a 2k byte 
block of flash and you only needed to hold a total of 128 bytes at a time. Also, you periodically change only 10 bytes 
of that total 128 bytes. Given the fact that the flash memory has a finite number of erase cycles, it would make sense 
that you could get more life out of the flash if you only wrote the 10 new byte to flash that need to be changed 
instead of the entire 128 bytes every time. Also If for example the first 32 bytes where calibration data that never 
needed to be changed, there would be no reason to re-write that data back to flash if you were only changing 
another portion of that 128 bytes of data. 

This concept of breaking your data up into smaller sections based on how frequently it will need to be changed is 
another aspect of using Virtual EEPROM. Some may find it easier to work with non-volatile data that has been 
grouped by the API as opposed to just storing to individual EEPROM addresses. 

The source code for the Virtual EEPROM implementation makes use of a 
simple Flash API that takes care of the basic chip level flash programming 
operations. The actual erasing and writing of the flash is done by a 
separate software module called the Flash API. There exists flash API 
modules to support R8C, M16C or M32C devices that contain Flash Data 
Blocks suitable for this Virtual EERPOM implementation. Figure 1 shows 
the relationship between the different layers of hardware and firmware. 

 

3. Virtual EEPROM API 

The Virtual EEPROM method of saving data to flash can be implemented in many ways. This application note will 
describe a very versatile method that Renesas has developed and is available to its customers.  

There are different implementations of the Virtual EEPROM concept because not all users have the same 
requirements when dealing with non-volatile data. Some may value the number of times they can rewrite a flash 
block and be willing to group data together (in an array) in order to save overhead associated with each EEPROM 
entry (also saved to that flash area). Other users may decide they would rather have the ability to store and retrieve 
data on a byte by byte basis like they did when they were using an EEPROM. That type of implementation would 
require much more overhead. 

The following descriptions of the Virtual EERPOM implementations will help you decide which implementation would 
best fit your application. 

3.1 Virtual EEPROM Overview 

The best way to think about the Renesas Virtual EEPROM implementation 
is like a file cabinet with a set number of drawers. Each drawer can contain 
as much or as little data as you want, and its size is not dependant on any 
other drawer in the cabinet. 

Furthermore, you may change the size of data you are storing in that 
drawer dynamically in your application and the amount of flash needed to 
hold your data will be sized according as well. 

 

 

 

Data Flash Data Flash
Flash API 

Virtual EEPROM API

User Code 

Figure 1 – Software Layers 
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Think of the Virtual EEPROM as Cabinet where 
each drawer has an individual integer label 



 R8C, M16C, M32C 
 Virtual EEPROM 
 

 REU05B0062-0200 March 2005 Page 3 of 8 
 

 

The following are some important aspects of the implementation to keep in mind. 

• The maximum number of records (drawers) you may have at one time is set at compile time. This value 
may be anything from 1 to 244. 

• The record (drawer) label you use to reference a particular record will be an integer value from 0 to 
MAX_RECORD_LABEL. 

• A record label area is not allocated until the first time it is used. For example, if you define the maximum 
number of record labels to be 4, yet over the life of your application you only use 2 of them, no flash area is 
ever allocated for those 2 unused records. 

• The size of an individual record is set during run time and may change. 

• The maximum size of a record is 256  WORDS ( or 512 bytes ). 

• The size of the data being stored in a drawer is always specified in WORD (2 byte) values. So if you only 
need to store 9 bytes, you would set the drawer size to 5 WORDS and simply ignore the last byte at the end. 

3.2 Configuring the Header file Options 

Configuring the API requires modifying the #define values found in the file “virtee_variable.h”. These values are as 
follows: 

3.2.1 API_BLOCK_HI  

This specifies the address flash block to be used for the virtual EEPROM storage area. This value must be 
assigned to match the valid values define in the flashAPI.h file. The “HI” portion of the name no longer has 
any mean as it did in previous versions. 

Example: 

#define API_BLOCK_HI    BLOCK_A 

3.2.2 ADDR_BLOCK_HI 

This specifies the address value of the beginning of the API_BLOCK_HI flash block to be used for the virtual 
EEPROM storage area. The address value must be expressed in hex with a leading 0 and an ‘h’ at the end.  

Example: 

#define ADDR_BLOCK_HI (0f800h) 

3.2.3 API_BLOCK_LO 

This specifies the lower address flash block to be used for the virtual EEPROM storage area. The value is 
should be assigned to must match the valid values define in the flashAPI.h file. The “LO” portion of the 
name no longer has any mean as it did in previous versions. 

Example: 

#define API_BLOCK_LO    BLOCK_B 

 



 R8C, M16C, M32C 
 Virtual EEPROM 
 

 REU05B0062-0200 March 2005 Page 4 of 8 
 

 

 

3.2.4 ADDR_BLOCK_LO 

This specifies the address value of the beginning of the API_BLOCK_LO flash block to be used for the 
virtual EEPROM storage area. The address value must be expressed in hex with a leading 0 and an ‘h’ at 
the end. 

Example: 

#define ADDR_BLOCK_LO (0f000h) 

3.2.5 BLOCK_SIZE 

This specifies the individual size of each flash block being used for the virtual EEPROM storage area. Note 
that both virtual EEPROM flash blocks must be the same size. This value is expressed in Words (2 Bytes). 

Example: 

#define BLOCK_SIZE (1024)   /* 2k flash blocks */ 

3.2.6 NV_FAR 

On some M16C devices, one of the virtual EEPROM storage area flash blocks may be located in the far 
(above 64KB addresses) area of the device. Accessing far memory in the M16C requires more code and 
time than accessing near (below 64KB addresses) memory. In order to create more efficient and faster code, 
the following #if should be set to 1 (near memory only) unless one of the virtual EEPROM storage area flash 
blocks is at or above the address 0x10000. 

Example of near only addresses: 

#if 1 
#define NV_FAR _near  /* if both flash blocks are "near", use this 
                       (<64k on M16C, or anywhere on M32C, R8C) */ 
#else 
#define NV_FAR _far   /* if either flash block is "far", use this 
                         (>64k on M16C) */ 
#endif 

 

3.2.7 MAX_RECORD_LABEL 

This value sets the maximum number for virtual EEPROM records that can be saved at one time. Since the 
record labels must be a value between 0 and MAX_RECORD_LABEL, the maximum number of records you 
can have at any one time will be MAX_RECORD_LABEL + 1. 

An example of allowing a maximum of 9 records at once (labeled 0 – 8) would be: 

#define MAX_RECORD_LABEL 8 
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3.3 Default Configuration Values 

The following table shows the default values for each of these parameters for the MCUs that support the 
Virtual EEPROM API. If the device you are using is in this table, it is recommended to use these values for 
you implementation. 

 API_BLOCK_HI ADDR_BLOCK_HI API_BLOCK_LO ADDR_BLOCK_LO BLOCK_SIZE NV_FAR

M16C/26 BLOCK_A (0f800h) BLOCK_B (0f000h) (1024) #if 1 

M16C/26A BLOCK_A (0f800h) BLOCK_B (0f000h) (1024) #if 1 

M16C/28 BLOCK_A (0f800h) BLOCK_B (0f000h) (1024) #if 1 

M16C/29 BLOCK_A (0f800h) BLOCK_B (0f000h) (1024) #if 1 

M16C/62P BLOCK_1 (0fe000h) BLOCK_A (0f000h) (2048) #if 0 

M16C/6N4 BLOCK_1 (0fe000h) BLOCK_A (0f000h) (2048) #if 0 

M16C/6N5 BLOCK_1 (0fe000h) BLOCK_A (0f000h) (2048) #if 0 

M32C/85 BLOCK_1 (0ffe000h) BLOCK_A (0f000h) (2048) #if 0 

R8C_12 BLOCK_B (02800h) BLOCK_A (02000h) (1024) #if 1 

R8C_13 BLOCK_B (02800h) BLOCK_A (02000h) (1024) #if 1 

R8C_15 BLOCK_B (02800h) BLOCK_A (02400h) (512) #if 1 

R8C_17 BLOCK_B (02800h) BLOCK_A (02400h) (512) #if 1 

 

3.4 Modifying the memory sections 

R8C/M16C/M32C starter kits are distributed with NC30 compiler start-up files configured for the device 
for that kit. Some startup files have the Data flash area defined as a constant data section for ‘C’ 
programming. It is necessary to remove that section definition from the startup file in order to use the 
Virtual EERPOM source files.  

The following is an example of how to remove the constant data section from the section definition file 
sect30.inc. Simply comment out the section definitions by placing a semi-colon ( ; ) at the beginning of 
each line. 

;--------------------------------------------------------------- 
; Near ROM data area. For "near const". 
; Near ROM is all ROM below adress 10000h 
; Data flash is located from 0F000h to 0FFFFh.  To access this  
; flash the user program must enable access (set pm10 to 1) 
;--------------------------------------------------------------- 
;  .section    rom_NE,ROMDATA 
;  .org        0F000H      ; Data flash - 2KB X 2   
;rom_NE_top: 
; 
;  .section    rom_NO,ROMDATA 
;rom_NO_top: 

 

4. Using the Flash API Functions 

4.1 Writing data to the Virtual EEPROM 

In order to write data to the virtual EERPOM area, the API requires that you first fill out a ‘C’ structure 
of type “NV_type”. This data type is defined by the virtual EERPOM header file “virtee_variable.h”. 
Once a NV_type structure has been filled out with the appropriate information, a pointer to that 
structure is then passed as a parameter in the virtual EEPROM API. 
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The values of the individual structure members are as follows: 

NV_type.record_label 

This member must be filled in with an integer value that will represent which virtual location 
your data will be held in. Valid values for this member are any value between 0x00 and 
MAC_RECORD_LABEL. 

NV_type.data_size 

This member must be filled in with the size of the data you will be writing to the virtual 
EERPOM area. This value represents the size of your data in WORDs minus 1. For example, 
if you are writing 10 bytes of data, the value of data_size would be 4 (10/2 – 1 = 4). 

It is important to understand that the size of the data you write to a specific EEPROM location 
(record) does not have to remain constant. For example, if you had previously stored a 20 byte 
string to record location 7, it is perfectly OK to next time overwrite record 7 with a 30 bytes 
string. The virtual EEPROM API will dynamically adjust for varying data sizes and only utilize 
the flash space need to hold that value. 

NV_type.pData 

This member must be filled in with a pointer to the buffer containing your data to be saved. 

NV_Write() Function Return Values 

The NV_Write function returns a value to report the success of the operations. The values are 
as follows: 

0: Operation completed successfully 

1: The API could not perform the write. 

Example of a typical write operation: 

void write_function( void ) 
{ 
    NV_type my_data; 
    char my_string[12] = “Hello World”; 
    unsigned char result; 

 
    my_data.record = 7;                          /* Save to record location 7 */ 
    my_data.size = (12/2 – 1);                    /* Size is number of WORDs – 1 */ 
    my_data.pData = (unsigned char *) my_string;  /* Had to cast as unsigned char pointer 

                                                 to avoid compiler warning */ 
    result = NV_Write(&my_data));                 /* Write data to virtual EE */ 
    if (result != 0) 
    { 
        /* ERROR, could not write! */ 
    } 
} 

 

4.2 Reading data from the Virtual EEPROM 

In order to read data from the virtual EERPOM area, the API uses the same structures that were 
created for storing the data. You first create and fill out a ‘C’ structure of type “NV_type”. This data type 
is defined by the virtual EERPOM header file “virtee_variable.h”. Once a NV_type structure has been 
filled in with the appropriate information, a pointer to that structure is then passed as a parameter in 
the virtual EEPROM API. 

The values of the individual structure members are as follows 
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NV_type.record_label 

This member must be filled in with an integer value that will represent which virtual location 
your data is being held in. Valid values for this member are any value between 0x00 and 
MAX_RECORD_LABEL.  

If you attempt to read a record location that doesn’t exist, the NV_Read function will return a 
value of 1. 

NV_type.data_size 

This member does not need to be initialized before the API call. 

After the NV_Read function returns, this member will contain the size of the data that was just 
read from the record location specified. This value represents the size of your data in WORDs 
minus 1. For example, if you just read 10 bytes of data, the value of data_size will be 4 (10/2 – 
1 = 4). 

NV_type.pData 

This member does not need to be initialized before the API call. 

After the NV_Read function returns, this member will contain a pointer to the data for the 
record location specified. The memory location that pData will be pointing to will be the actual 
location of the data as is lies in the flash memory area. 

NV_Read() Function Return Values 

The NV_Read function returns a value to report the success of the operations. The values are 
as follows: 

0: Operation completed successfully 

1: Specified record not found 

2: Virtual EEPROM flash area is in an invalid state. 

Example of a typical read operation: 

void write_function( void ) 
{ 
    NV_type my_data; 
    char my_string[12]; 

unsigned char result, my_size; 
int i; 
 

    my_data.record = 7;                    /* Read from record location 7 */ 
    result = NV_Read(&my_data));            /* Write data to virtual EE */ 
    if (result != 0) 
    { 
        /* ERROR, could not read that record */ 

} 
else 

    { 
        my_size = (my_data.size + 1) * 2;    /* Convert value to size in bytes */ 

    for(i=0;i<my_size;i++) 
        my_string[i] = my_data.pData[i]; /* Copy data into our buffer */ 
} 

} 
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Keep safety first in your circuit designs! 

 
• Renesas Technology Corporation puts the maximum effort into making semiconductor products 

better and more reliable, but there is always the possibility that trouble may occur with them. 
Trouble with semiconductors may lead to personal injury, fire or property damage. 
Remember to give due consideration to safety when making your circuit designs, with appropriate 
measures such as (i) placement of substitutive, auxiliary circuits, (ii) use of nonflammable material 
or (iii) prevention against any malfunction or mishap. 

 
 

Notes regarding these materials 
 

• These materials are intended as a reference to assist our customers in the selection of the Renesas 
Technology Corporation product best suited to the customer's application; they do not convey any 
license under any intellectual property rights, or any other rights, belonging to Renesas Technology 
Corporation or a third party. 

• Renesas Technology Corporation assumes no responsibility for any damage, or infringement of any 
third-party's rights, originating in the use of any product data, diagrams, charts, programs, 
algorithms, or circuit application examples contained in these materials. 

• All information contained in these materials, including product data, diagrams, charts, programs and 
algorithms represents information on products at the time of publication of these materials, and are 
subject to change by Renesas Technology Corporation without notice due to product improvements 
or other reasons. It is therefore recommended that customers contact Renesas Technology 
Corporation or an authorized Renesas Technology Corporation product distributor for the latest 
product information before purchasing a product listed herein. 
The information described here may contain technical inaccuracies or typographical errors. 
Renesas Technology Corporation assumes no responsibility for any damage, liability, or other loss 
rising from these inaccuracies or errors. 
Please also pay attention to information published by Renesas Technology Corporation by various 
means, including the Renesas Technology Corporation Semiconductor home page 
(http://www.renesas.com). 

• When using any or all of the information contained in these materials, including product data, 
diagrams, charts, programs, and algorithms, please be sure to evaluate all information as a total 
system before making a final decision on the applicability of the information and products. Renesas 
Technology Corporation assumes no responsibility for any damage, liability or other loss resulting 
from the information contained herein.  

• Renesas Technology Corporation semiconductors are not designed or manufactured for use in a 
device or system that is used under circumstances in which human life is potentially at stake. 
Please contact Renesas Technology Corporation or an authorized Renesas Technology 
Corporation product distributor when considering the use of a product contained herein for any 
specific purposes, such as apparatus or systems for transportation, vehicular, medical, aerospace, 
nuclear, or undersea repeater use. 

• The prior written approval of Renesas Technology Corporation is necessary to reprint or reproduce 
in whole or in part these materials. 

• If these products or technologies are subject to the Japanese export control restrictions, they must 
be exported under a license from the Japanese government and cannot be imported into a country 
other than the approved destination.  
Any diversion or reexport contrary to the export control laws and regulations of Japan and/or the 
country of destination is prohibited. 

• Please contact Renesas Technology Corporation for further details on these materials or the 
products contained therein. 
 

 


